Visual Studio 2010 - Visual C#

**Named and Optional Arguments (C# Programming Guide)**

Visual C# 2010 introduces named and optional arguments. *Named arguments* enable you to specify an argument for a particular parameter by associating the argument with the parameter's name rather than with the parameter's position in the parameter list. *Optional arguments* enable you to omit arguments for some parameters. Both techniques can be used with methods, indexers, constructors, and delegates.

When you use named and optional arguments, the arguments are evaluated in the order in which they appear in the argument list, not the parameter list.

Named and optional parameters, when used together, enable you to supply arguments for only a few parameters from a list of optional parameters. This capability greatly facilitates calls to COM interfaces such as the Microsoft Office Automation APIs.
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Named arguments free you from the need to remember or to look up the order of parameters in the parameter lists of called methods. The parameter for each argument can be specified by parameter name. For example, a function that calculates body mass index (BMI) can be called in the standard way by sending arguments for weight and height by position, in the order defined by the function.

CalculateBMI(123, 64);

If you do not remember the order of the parameters but you do know their names, you can send the arguments in either order, weight first or height first.

CalculateBMI(weight: 123, height: 64);

CalculateBMI(height: 64, weight: 123);

Named arguments also improve the readability of your code by identifying what each argument represents.

A named argument can follow positional arguments, as shown here.

CalculateBMI(123, height: 64);

However, a positional argument cannot follow a named argument. The following statement causes a compiler error.

//CalculateBMI(weight: 123, 64);
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The following code implements the examples from this section.
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class NamedExample

{

static void Main(string[] args)

{

// The method can be called in the normal way, by using positional arguments.

Console.WriteLine(CalculateBMI(123, 64));

// Named arguments can be supplied for the parameters in either order.

Console.WriteLine(CalculateBMI(weight: 123, height: 64));

Console.WriteLine(CalculateBMI(height: 64, weight: 123));

// Positional arguments cannot follow named arguments.

// The following statement causes a compiler error.

//Console.WriteLine(CalculateBMI(weight: 123, 64));

// Named arguments can follow positional arguments.

Console.WriteLine(CalculateBMI(123, height: 64));

}

static int CalculateBMI(int weight, int height)

{

return (weight \* 703) / (height \* height);

}

}
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The definition of a method, constructor, indexer, or delegate can specify that its parameters are required or that they are optional. Any call must provide arguments for all required parameters, but can omit arguments for optional parameters.

Each optional parameter has a default value as part of its definition. If no argument is sent for that parameter, the default value is used. A default value must be one of the following types of expressions:

* a constant expression;
* an expression of the form new ValType(), where ValType is a value type, such as an [enum](http://msdn.microsoft.com/en-us/library/sbbt4032.aspx) or a [struct](http://msdn.microsoft.com/en-us/library/saxz13w4.aspx);
* an expression of the form [default(ValType)](http://msdn.microsoft.com/en-us/library/xwth0h0d.aspx), where ValType is a value type.

Optional parameters are defined at the end of the parameter list, after any required parameters. If the caller provides an argument for any one of a succession of optional parameters, it must provide arguments for all preceding optional parameters. Comma-separated gaps in the argument list are not supported. For example, in the following code, instance method ExampleMethod is defined with one required and two optional parameters.
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public void ExampleMethod(int required, string optionalstr = "default string",

int optionalint = 10)

The following call to ExampleMethod causes a compiler error, because an argument is provided for the third parameter but not for the second.

//anExample.ExampleMethod(3, ,4);

However, if you know the name of the third parameter, you can use a named argument to accomplish the task.

anExample.ExampleMethod(3, optionalint: 4);

IntelliSense uses brackets to indicate optional parameters, as shown in the following illustration.

**Optional parameters in ExampleMethod**
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|  |
| --- |
| **Description: NoteNote** |
| You can also declare optional parameters by using the .NET [OptionalAttribute](http://msdn.microsoft.com/en-us/library/system.runtime.interopservices.optionalattribute.aspx) class. **OptionalAttribute** parameters do not require a default value. |
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In the following example, the constructor for ExampleClass has one parameter, which is optional. Instance method ExampleMethod has one required parameter, required, and two optional parameters, optionalstr and optionalint. The code in Main shows the different ways in which the constructor and method can be invoked.
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namespace OptionalNamespace

{

class OptionalExample

{

static void Main(string[] args)

{

// Instance anExample does not send an argument for the constructor's

// optional parameter.

ExampleClass anExample = new ExampleClass();

anExample.ExampleMethod(1, "One", 1);

anExample.ExampleMethod(2, "Two");

anExample.ExampleMethod(3);

// Instance anotherExample sends an argument for the constructor's

// optional parameter.

ExampleClass anotherExample = new ExampleClass("Provided name");

anotherExample.ExampleMethod(1, "One", 1);

anotherExample.ExampleMethod(2, "Two");

anotherExample.ExampleMethod(3);

// The following statements produce compiler errors.

// An argument must be supplied for the first parameter, and it

// must be an integer.

//anExample.ExampleMethod("One", 1);

//anExample.ExampleMethod();

// You cannot leave a gap in the provided arguments.

//anExample.ExampleMethod(3, ,4);

//anExample.ExampleMethod(3, 4);

// You can use a named parameter to make the previous

// statement work.

anExample.ExampleMethod(3, optionalint: 4);

}

}

class ExampleClass

{

private string \_name;

// Because the parameter for the constructor, name, has a default

// value assigned to it, it is optional.

public ExampleClass(string name = "Default name")

{

\_name = name;

}

// The first parameter, required, has no default value assigned

// to it. Therefore, it is not optional. Both optionalstr and

// optionalint have default values assigned to them. They are optional.

public void ExampleMethod(int required, string optionalstr = "default string",

int optionalint = 10)

{

Console.WriteLine("{0}: {1}, {2}, and {3}.", \_name, required, optionalstr,

optionalint);

}

}

// The output from this example is the following:

// Default name: 1, One, and 1.

// Default name: 2, Two, and 10.

// Default name: 3, default string, and 10.

// Provided name: 1, One, and 1.

// Provided name: 2, Two, and 10.

// Provided name: 3, default string, and 10.

// Default name: 3, default string, and 4.

}
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Named and optional arguments, along with support for dynamic objects and other enhancements, greatly improve interoperability with COM APIs, such as Office Automation APIs.

For example, the [AutoFormat](http://go.microsoft.com/fwlink/?LinkId=148201) method in the Microsoft Office Excel [Range](http://go.microsoft.com/fwlink/?LinkId=148196) interface has seven parameters, all of which are optional. These parameters are shown in the following illustration.

**AutoFormat parameters**

![Description: IntelliSense Quick Info for the AutoFormat method.](data:image/png;base64,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)

In C# 3.0 and earlier versions, an argument is required for each parameter, as shown in the following example.

C#

[Copy Code](javascript:CopyCode('ctl00_MTCS_main_ctl34_ctl00_ctl03_code');" \o "Copy Code)

// In C# 3.0 and earlier versions, you need to supply an argument for

// every parameter. The following call specifies a value for the first

// parameter, and sends a placeholder value for the other six. The

// default values are used for those parameters.

var excelApp = new Microsoft.Office.Interop.Excel.Application();

excelApp.Workbooks.Add();

excelApp.Visible = true;

var myFormat =

Microsoft.Office.Interop.Excel.XlRangeAutoFormat.xlRangeAutoFormatAccounting1;

excelApp.get\_Range("A1", "B4").AutoFormat(myFormat, Type.Missing,

Type.Missing, Type.Missing, Type.Missing, Type.Missing, Type.Missing);

However, you can greatly simplify the call to **AutoFormat** by using named and optional arguments, introduced in C# 4.0. Named and optional arguments enable you to omit the argument for an optional parameter if you do not want to change the parameter's default value. In the following call, a value is specified for only one of the seven parameters.

C#

[Copy Code](javascript:CopyCode('ctl00_MTCS_main_ctl34_ctl00_ctl04_code');" \o "Copy Code)

// The following code shows the same call to AutoFormat in C# 4.0. Only

// the argument for which you want to provide a specific value is listed.

excelApp.Range["A1", "B4"].AutoFormat( Format: myFormat );

For more information and examples, see [How to: Use Named and Optional Arguments in Office Programming (C# Programming Guide)](http://msdn.microsoft.com/en-us/library/dd264738.aspx) and [How to: Access Office Interop Objects by Using Visual C# 2010 Features (C# Programming Guide)](http://msdn.microsoft.com/en-us/library/dd264733.aspx).
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Use of named and optional arguments affects overload resolution in the following ways:

* A method, indexer, or constructor is a candidate for execution if each of its parameters either is optional or corresponds, by name or by position, to a single argument in the calling statement, and that argument can be converted to the type of the parameter.
* If more than one candidate is found, overload resolution rules for preferred conversions are applied to the arguments that are explicitly specified. Omitted arguments for optional parameters are ignored.
* If two candidates are judged to be equally good, preference goes to a candidate that does not have optional parameters for which arguments were omitted in the call. This is a consequence of a general preference in overload resolution for candidates that have fewer parameters.
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For more information, see the [C# Language Specification](http://msdn.microsoft.com/en-us/library/ms228593.aspx). The language specification is the definitive source for C# syntax and usage.